**RoboCup实验室2D及3D组2020年招新考试题**

# **姓名：** 付炎平

# **学号：** 2019217819

# **专业班级：** 19物联网二班

# 考试说明**!**

1. (附加题) 答对加分, 答错/不答 不扣分
2. **建议先写题目正文部分，情况调查部分可在提交考卷后再次提交补充**
3. **适当使用搜索引擎**，禁止搜索题目完整思路，但可以搜索如：*vector如何删除元素 等*问题
4. 如果发现题目有出错的地方欢迎指正 (有额外加分)
5. 完成后请在 **5月29日21:40** 前发送到邮箱 [hfutengine@163.com](mailto:hfutengine@163.com), 若因为时间关系没能在限定时间内完成所有题目（**包括附加题**），可以在完成后继续在第一次提交的基础上再次提交，我们也会酌情加分
6. 逾期提交需要在提交内容中说明, 否则将影响最终成绩

# 基本情况调查

（请根据实际情况作答，建议在**完成题目正文部分后再写！**）

个人情况调查：  
1.简单说说你目前了解过的一些算法（5~6个）并且曾用这些算法解决过什么问题？  
2.你都做过哪些项目？简单描述一下项目中所用到的技术。

实验室相关情况调查：  
1.请描述下对“课内学习以及课外实践孰轻孰重”这个问题的想法。

2.请描述你想要加入实验室的目的。

3.加入实验室后必定会占用你大量的时间，你对此有什么想法？

# 题目正文

（完成所有题目后可以考虑继续完成**附加题**）

**1. C++基础知识测试**

**1.1 STL的使用:**

**a.** 编写一个程序, 使用vector存储用户从键盘输入的n个整数, 利用STL中sort算法排序, 并用find方法查找某个数，最后删除尾部元素

#include<iostream>

#include<vector>

#include <algorithm>

using namespace std;

int main(){

int n=10;

int x;

vector<int> v;

for(int i=0;i<n;i++){

cin>>x;

v.push\_back(x);

}

sort(v.begin(),v.end());

find(v.begin(),v.end(),3);

v.pop\_back();

}

**b.** 使用set容器存储int类型元素, 编写函数求两个集合的交集.

#include<iostream>

#include<set>

#include <algorithm>

using namespace std;

int find(){

int a1[]={1,2,3,4,6};

int a2[]={2,3,4,5,8,10};

set<int>s1(a1,a1+5);

set<int>s2(a2,a2+6);

set<int>s3;

set<int>::iterator it1;

set<int>::iterator it2;

for(it1=s1.begin();it1!=s1.end();it1++)

for(it2=s2.begin();it2!=s2.end();it2++){

if(\*it1==\*it2){

s3.insert(\*it1);

}

}

set<int>::iterator it;

cout<<"俩集合的交集是：";

for(it=s3.begin();it!=s3.end();it++){

cout<<\*it<<" ";

}

}

int main(){

find();

}

**1.2 语言基础知识**

问题1. 变量 p 为指针变量，若 p=&a，下列表达式值为false的是（D ）。

A. &\*p==&a

B. \*&a==a

C. (\*p)++==a++

D. \*(p++)==++a

问题2. 字符串“RoboCup”存储在计算机中，需要的字节数是（B ）。

1. 7
2. 8
3. 14
4. 16

问题3. 什么是拷贝构造函数？深拷贝和浅拷贝的区别是什么？

浅拷贝是将原始对象中的数据型字段拷贝到新对象中去，将引用型字段的“引用”复制到新对象中去，不把“引用的对象”复制进去，所以原始对象和新对象引用同一对象，新对象中的引用型字段发生变化会导致原始对象中的对应字段也发生变化。

深拷贝是在引用方面不同，深拷贝就是创建一个新的和原始字段的内容相同的字段，是两个一样大的数据段，所以两者的引用是不同的，之后的新对象中的引用型字段发生改变，不会引起原始对象中的字段发生改变。

1. **代码调试能力测试**

请问下面这段代码存在的问题是什么？如何改正？

（提示：可以放到IDE中调试）

1. #include <iostream>
2. **using** std::cout;
3. **using** std::endl;
4. **class** Demo {
5. **public**:
6. **int**\* data;
7. **int** size;
8. Demo(**int** maxn) {
9. size = maxn;
10. data = **new** **int**[maxn];
11. }
12. ~Demo() {
13. **delete** data;
14. }
15. };
16. **void** print(Demo obj) {
17. cout << obj.data[0] << obj.data[1] << endl;
18. }
19. **int** main()
20. {
21. Demo obj{ 2 };
22. obj.data[0] = 1; obj.data[1] = 2;
23. print(obj);
24. }

21行应该是Demo obj(2);

16行print(Demo obj)函数时，由于Demo类没有实现复制构造函数，导致传参时没有把data里面的元素传进去，只需改成print(Demo &obj)；

1. **学习能力测试**

不知道大家有没有想过，为什么在初始化vector时，可以使用这样的方式初始化一个向量：

1. std::vector<**int**> vec{ 1, 2, 3, 4 };

可以发现我们在对vector进行初始化时，我们可以输入无限多的类型相同的参数，如{ 1, 2, 3, 4, 5, 6... }

大家如果学过Java等语言应该知道，在很多语言中函数的参数是可变的。这样对于函数参数个数不确定，而类型确定的情况而言，编程会变得更加方便和简洁。

在c++中也可以实现可变参数，但是会有些麻烦，不过c++11提供的**initializer\_list**可以帮助我们很方便地实现。

请你来实现一个数组类Array，并使用 c++11的 **initializer\_list** 重载自定义类Array的构造方法以实现可变参数的初始化该类。

数组类的基础模板（在此基础上添加内容）：

class Array

{

int\* data;

int size;

public:

Array();

~Array();

void show()

{

for (int i = 0; i < size; i++)

{

cout << data[i] << " ";

}

cout << endl;

}

};

要求：添加可变参数的构造函数，使得main函数中这样编写后，
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输出为：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJkAAAAzCAYAAACE26oyAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAARDSURBVHhe7doxbyJHGAbgd5PqJHcpkXHhgm3yAwxEMu4CPQU+iQ753EaOZEuuVgElJIrTGFpLhoIeSttSTPgLnCwXB6JMfVU0mZkd7gBjBLt819z7SGuzs+ywZl/v7HwAtYZffv1dnfz4p3r7/V+xFtOH6es1T1dpBVRUz61bT1cqjbS6enLrVk9VAFWZeWKvAoX0lZp/WkX3p9uny8wOS58/tbjfi9d3+6/Yvk4f4XNW75t+sXFR+F68eN+cxb9z9XE/qav0zHb9fi3uH54jt92022P9/NrL3lfP/NA7rFT97Q98/NfDfx9dQ0TfvgHefKdw8fNProW+BmuF7O/+P+7RdvyQSbtH9DVYK2REcXzjfhOJYchIHENG4hgyEseQkTiGjMQxZCSOISNxDBmJY8hInLezs8OPlUgUr2QkjiEjcS9C5vkF1GoFtxad7afVwsPDQ7i0ajj1Pbd1c55/qvtzfemlpY/R96L3N8vzfJzqY41zfPQ6GzL7JtdaaOmTeN88w4HdFJ0JxO1lCeN2gMPDQ+RyJ6j3kyg2byOdyLC/XTwGubC/kzpGyTM0q3n3jHhS7y5RTLgV2jobMqWGaNwECAIdhoFtjyVfLgL9ANfdoV03/fcaATqTBDJHKdu2idRRBonRI7rDcI6ihl1ctPWBHpRiX31MgC+ZMFGfhks1HGKol+fxxLXEkyiWUZgZzkzQPox0++6+a1nfe73jJLk3Pzw+jxH3SM0V/N1lBqN6HVv436JXiNz49246GHQe8ezWZ03Gy1pXU91zHB9fYzj7Jd79XSQwwof3bj0CM0xmRm1c9FwDiRAJmRpe4/y6OxcKzysgezBB/y5GKhxfD3HVUhKdkwt0I3573A6TmT4CJkycSMiWyVdLSHb0fZq7r4rCBKOlZ5bNZgbQk4o4feXLGX3b2Ji/OpKILxIyr1BDdhzg+DqcCERlrpDHdnbZxrjUxEPrNFIZwxxPSR9PnJDS+sRDZk5ode9GD5/xAjbLzC4bb/XNeqKI8oZVDDNsV7OPsQNP6xMNmUTAppTq4tFUMbIbpiyfxcHB2ecisV7u701tMIFi896u1wrxyiI0Tyxk5v7JXDEWA+b7vnu0Pv+0trUKv5mpmoLu7JLLmRLGRE8kwmLveZfD6DaJhCys0AM3CzM3M1SVy5vVyUwt6yijrzPJPdcSCmer0Uoi9GXNhcye0N0EkMyiELGSPi1w9oM7IJWyV67pYmeYG4bCFHHv+qbsuot992GBeY18VQ9xkwHajfglEaT2kNS/ItSJaQ32+2Q2GLfNJZ/fDVDPbVaLsjfW9h5nuUE9F2k48vX93eWZuXMKTQYdBBfxShD2itssfuoztPnfTKvxS4skTryEQcSQkTiGjMQxZCSOISNxDBmJY8hIHENG4hgyEseQkTiGjMQxZCSOISNxDBmJY8hIHENG4hgyEseQkTiGjIQB/wNDjflfervDkQAAAABJRU5ErkJggg==)

#include<iostream>

#include <algorithm>

using namespace std;

class Array

{

int\* data;

int size;

public:

Array(initializer\_list<int> list){

data=new int[list.size()];

size=list.size();

for(auto it = list.begin(),int i=0; it != list.end(); i++,++it){

data[i]=\*it;

}

}

~Array(){

delete []data;

}

void show()

{

for (int i = 0; i < size; i++)

{

cout << data[i] << " ";

}

cout << endl;

}

};

int main(){

Array array{1,2,3,4};

array.show();

}

1. **编程能力测试**

用户从键盘输入形式如 #ab!#12-45\*c\*#+\*f\* 这样的“数值范围”字符串，代表从12到45这个范围。12前面和45后面会有一些不包含数字以及英文连字符的干扰字符。 2. 请你编写一个类 Parse，可以解析这个字符串。然后提供两个函数，能够获取字符串中的第一个整数和第二个整数。

题目内容：

Parse类要提供一个有参构造函数，接收一个字符串参数；

Parse类要提供一个 int getFirst() 函数，返回“数值范围”字符串中的前面的整数；

Parse类要提供一个 int getLast() 函数，返回“数值范围”字符串中的后面的整数；

程序的主函数如下，请将主函数代码拷贝到你的开发环境中，但是不要修改主函数内部的代码：

1. #include <iostream>
2. #include <string>
3. **int** main() {
4. std::string s{};
5. std::cin >> s;  // 用户输入一个范围字符串
6. Parse p(s);     // 构造Parse对象p，同时解析字符串 s
7. std::cout << p.getFirst() << ' ' << p.getLast(); // 中间是两个单引号括起来的一个空格字符
8. **return** 0;
9. }

#include<iostream>

#include <string>

#include <math.h>

using namespace std;

class Parse{

public:

int a;

int b;

Parse(string s){

a=0;

b=0;

int s1[50];

for(int i=0;i<50;i++){

s1[i]=-1;

}

for(int i=0;i<s.length();i++){

if(s[i]>=48&&s[i]<=57){

s1[i]=s[i]-'0';

}

}

int j;

for(j=49;s1[j]==-1;j--){

}

int k;

for(k=0;s1[j-k]!=-1;k++){

a+=pow(10,k)\*s1[j-k];

}

int x;

for(x=j-k;s1[x]==-1;x--){

}

for(int p=0;s1[x-p]!=-1;p++){

b+=pow(10,p)\*s1[x-p];

}

}

int getFirst(){

return b;

}

int getLast(){

return a;

}

};

int main(){

string s="#ab!#129-450\*c\*#+\*f";

Parse P(s);

cout<<P.getFirst()<<endl<<P.getLast()<<endl;

}

****要求：****

1. 不要使用C语言的字符串处理函数

2. 使用string类自带的函数，或者标准库中的函数

提示：

1.在string中找'-'字符，可以使用string类中的find函数，或者find\_first\_of()函数。find\_first\_of()的说明：

<https://zh.cppreference.com/w/cpp/string/basic_string/find_first_of>

2.当然，你也可以用 find\_last\_of()或者rfind()函数。find\_last\_of()以及rfind()的说明：<https://zh.cppreference.com/w/cpp/string/basic_string/find_last_of>  
<https://zh.cppreference.com/w/cpp/string/basic_string/rfind>

3.将字符串的一部分提取出来，需要使用 substr() 成员函数。substr()的说明：<https://zh.cppreference.com/w/cpp/string/basic_string/substr>

4.将字符串转换为整数，可以使用标准库的 std::stoi() 函数。std::stoi的说明：

<https://zh.cppreference.com/w/cpp/string/basic_string/stol>

输入格式:

一个字符串，其中包含一个“数值范围”子串。该“数值范围”字串是用英文连字符分隔的两个整数构成的字符串，类似“321-54103”。整数前可能有字符0，例如“012-000”

该“数值范围”子串的****前面和后面可能会有0个或者多个干扰字符****。这些干扰字符不包含数字以及英文连字符。比如，干扰字符可能是 abc!@#$%^&\*()=+}{[]等

重要的事情说3遍：

****该“数值范围”子串的前面和后面可能会有0个或者多个干扰字符****

****该“数值范围”子串的前面和后面可能会有0个或者多个干扰字符****

****该“数值范围”子串的前面和后面可能会有0个或者多个干扰字符****

****输出格式：****

两个整数，中间用1个空格分隔。第二个整数后面没有空格或者换行

****输入样例：****

ab@r$&+fe321-54103@@@+==fsa.~

****输出样例：****

321 54103

题目来源：[https://www.icourse163.org/learn/BUPT-1003564002?tid=1450339466#/learn/ojhw?id=1222412217](https://www.icourse163.org/learn/BUPT-1003564002?tid=1450339466" \l "/learn/ojhw?id=1222412217)

可以在中国大学Mooc的OJ系统里测试程序的正确性。

**要求：给出较为全面的注释，解释你的代码。**

**附加题：**

1. 快速阅读该文章：<https://www.cnblogs.com/qicosmos/p/4325949.html>，寻找使用**可变模板参数**解决客观题中的第3题的方法，并加以实现。

提示：

* 使用逗号表达式展开参数包的方式可能会容易实现一些。
* 若要使用递归函数展开参数包，递归调用构造函数是不可行的（原因很明显）。